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Abstract

It is well known that some animals, such as bats, can find their routes home autonomously and are able to avoid crashing into each other while traveling in a group. They do this using echolocation that enables them to function at dusk and in the dark. My research project is to investigate how these complicated behaviors can be replicated using robot vehicles that have echolocation sensors. Echoic flow fields are computed and simple rules to govern subsequent behavior are implemented. Echoic flow is defined to be the ratio of a sensed parameter such as range or intensity to a change in that parameter per unit time. The ratio of these two quantities gives the time over which two bodies will come into contact (collide). This “time to collision” can be used to provide feedback to the robot to either avoid collisions or to control the form of a collision. Previous theoretical research has shown that echoic flow can be used to control the behaviors of objects in relative motion. Experimental work has shown that the Lego NXT robot and its ultrasonic echolocation sensors can enable obstacle avoidance. My project develops extends this earlier experimental research to determine if echoic flow can be used to control two robots so that one leads and has to avoid obstacles as it autonomously navigates a course while the other follows the first robot maintaining a constant time to collision. In order to accomplish this experiment, two robots are needed. The leading robot can be controlled by a remote control with a vertical flat board, and the following robot is Lego NXT robot which can be programmed by Matlab and it also has two ultrasonic sensors connected by wires. The function of ultrasonic sensors is to test the range from current position to the detected object which is a solid board. This project helps us to understand bat’s echolocation behavior by applying echoic flow theorem to Lego NXT robot with ultrasonic sensors.
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Chapter 1: Introduction

1.1 Introduction

In real life, some mammals, like bats and whales, can find their routes to home autonomously or follow their groups by echo locating. While echo locating, Bats send out a beam of sound wave and then receive the echo reflected by the target. Through this process, bats can detect targets and precisely know its location. They use this information to plan their routes.

This research project investigates how these complicated behaviors can be applied to a Lego NXT robot. The concept of echoic flow, given the symbol $\tau$, is defined to be the ratio of a sensor measurable parameter to a change in that parameter, which is also the time to collision, $\tau(r) = \frac{r}{r'}$, where $r$ is the range to a detected object and $r'$ is the change in range of the object between the current and previous measurement. The main experiment reported on is using echoic flow to design a program which involves a Lego robot and a moving object. The robot can exactly follow the moving object. The test environment for the Lego robot is a wooden square corridor in ESL cognitive lab. The Lego NXT robot can be controlled by MATLAB because it has an embedded programmable intelligent brick in which is a microcontroller. The robot has two ultrasonic sensors which can measure the range from the robot to the detected object. The anticipated result is that the Lego robot can exactly copy the path of the leading object while keeping a fixed distance from it at the same time. Thus, we can see that the Lego robot demonstrated the bats’ feature of autonomous navigation by applying echoic flow to the robot.

Before doing the experiment, calibration of the Lego equipment was undertaken to test the accuracy of the experiment facilities. Another goal of calibration work is to determine the most appropriate value of variables applied in MATLAB codes for controlling the robot. Since both the external and internal factors will make a big difference to the result of the experiments, so calibration work is indispensable for my research project. External factors include environment noise and error in facilities, and internal factors consist of logic of programming and variables chosen to control the robot.
1.2 Overview of the Thesis Organization

The report will cover background theorems applied in the project, introduction to the experimental setup, calibration work involved in and the final experiment tests.

- Chapter 2 is an introduction to the background theories which are applied in the research project and the background research that has already been finished
- Chapter 3 covered the experimental setup and an introduction to both software and hardware used in the experiments
- Chapter 4 focused on the calibration work which includes the test for the accuracy of hardware and an examination to the variables used in programming
- Chapter 5 emphasized on the three experiments accomplished and a detailed analysis of the three experiments
- Chapter 6 summarized the whole project and introduced the future work

Chapter 2: Background Theories

In this chapter, theorems and methods which are involved in the experiments and calibration work will be introduced. The experiments conducted were all based on these theorems, and calibration work designed to test the accuracy and effectiveness of experiments is also derived from the background theories.

2.1 Echolocation

Echolocation is used in detecting objects and determining their position from reflected echoes. Bats have perfected skill of echolocation and they use this skill to follow other bats both in daytime and night, to find sources of food with the ability to distinguish clutters, and also to avoid enemies in dangerous situations [1]. Bats transmit a sequence of pulses in a collimated beam to the object and receive the echoes reflected back from the object. Besides animal echolocation, human echolocation is also used by sightless people, some of whom have developed the ability to a level that enables them to undertake tasks as complex as safely cycling a bicycle. By actively creating sound on objects, like tapping canes and most commonly making a sharp tongue click stamping foot, sightless people can interpret the echoes (sound waves)
reflected back from nearby objects and then get to know the location of the object. Obviously, the skill of human echolocation needs to be trained before it can be used widely in life. The working principle of both animal and human echolocation is that sound signals are transmitted by air to the object and signals will be reflected back from the object (echoes) when it bounces off the surface of the object and the echo still in the form of wave sound [3].

![Figure 2.1a: Bats send out sound wave and receive the echoes reflected by prey](image1)

2.1.1 Application of Echo Location Theorem in experiments

![Figure 2.1 b: Three stages of how a human echolocation works](image2)
The ultrasonic sensor of the Lego NXT robot works based on the theorem of echo location, which will be concretely introduced in section 3.1.1. Different from normal sound wave, the ultrasonic sensor sends out a beam of ultrasound wave of which the sound range is out of human being’s hearing range. The ultrasonic sensor locates where the object is through measuring the time delay, and hence the distance, from the robot to the detected object.

2.2 Differences between sound and radio wave Echolocation working principles

Echolocation using radio waves gave rise the now well established technology of radar. Radars are widely used in aircraft and other vehicles, as well as ground stations, to detect targets in the local environment. Note that the use of word target to describe the items detected by the radar comes from its historic roots in military use and is not meant to imply that all radars are designed with the aim of shooting something down. The radio wave is a form of electromagnetic energy, just as light wave are. Conversely, sound wave are the flow of acoustic energy. The key difference between echolocation used sound and radio waves is the frequency of radio wave is much higher than that of sound wave for the reason that light speed is 300,000,000 m/s, while the sound speed is only 340 m/s. When measuring the distance to the target using echolocation the radar measures the round trip time of the signal it transmits, i.e. how long it takes the signal to travel to the target and then travel back. From this time measurement, the range to the target can be calculated as, \( r = \frac{\Delta t \times c}{2} \) (figure 2.2a), where \( \Delta t \) is the round trip time and \( c \) the speed of propagation. For radio waves, \( c \) is \( 3 \times 10^8 \) ms\(^{-1}\), while for acoustic waves it is 340 ms\(^{-1}\)[3].

Besides different frequencies of these two wave forms, their physical modes and propagation methods are both different. A sound wave is a longitudinal wave (figure 2.2b) in which the vibration of particle in the medium is parallel to the direction of propagation of the sound wave. However, a radio or electromagnetic wave is a transverse wave which doesn’t need medium to propagate, and travels at a high velocity in vacuum and also moves perpendicular to electric and magnetic field with a high frequency (figure2.2c) [10].
2.3 Introduction to Ultrasound wave and Ultrasonic

Ultrasound is one of the sound wave forms and it differs from audible sound because its frequency is greater than the upper limit of human hearing range which is 20 KHz. However, ultrasonic devices, such as ultrasonic sensor, run in frequencies from 20 KHz to several gigahertzes. Besides the property of operating in a very high frequency, ultrasound is an oscillating sound pressure wave. Sonic is a term that is an ultrasound wave of very high amplitude. Many animals have the hearing range of ultrasound wave, like bats, whales, dolphins,
etc. Ultrasonic can be widely applied to many fields, such as objects detection, distance measurement, medical image, substance change of chemical properties, etc.

2.4 Echoic Flow Theorem

\[ \tau(r) = \frac{r}{\dot{r}} \] (1)

The concept of optical flow is more common than that of echoic flow. For cognitive radar sensors, the simplest way to define echoic flow is the ration of range to rate of range, \( \tau(r) = \frac{r}{\dot{r}} \). where \( \tau \) is echoic flow, \( r \) is the range to a detected object and \( \dot{r} \) is the change in range between the current and previous measurement, and \( \dot{r} = \frac{dr}{dt} \) which can also be seen as the velocity of the moving object [16]. Therefore, echoic flow provides a direct way to measure the time of radar system and detected object to collide with each other and \( \tau \) has units of time. For example, when a radar sensor system is moving in a speed of 10 m/s, and the range between the radar system and the detected object is 60 m; the echoic flow \( \tau \) is 6 s which means the time to collision is 6s. The time derivative of echoic flow, \( \dot{\tau}(r) \), measures the intensity of the collision and it is a dimensionless quantity. Radar echoic flow is based on the optical flow which represents the pattern of current movement of objects in a visual scene caused by the relative motion between the observer and the scene [17]. Optical flow can be measured as the change in intensity and it can be calculated as the ratio of received intensity and change in intensity over an interval of time. The optical flow \( \tau \) means how long it takes for objects in relative motion to collide [18]. Optical flow can be both applied to acoustic and electromagnetic sensing. For example, bats use acoustic echolocation to navigate their path to find home and also to detect enemies in the daytime and dark by applying echoic flow. Radar system use electromagnetic waves to echolocate the target object. During the autonomous navigation of radar, echoic flow can best help radar system to accurately detect the obstacles in front, and track and avoid them.

2.4.1 Application of Echoic Flow Theorem in experiments

\[ \tau(r) = \frac{r}{\dot{r}} = \frac{r^2}{(r^2 - r_1^2) / \Delta t} \] (2)
When using ultrasonic sensor to measure the range between the robot and the object, the echoic flow $\tau(r)$ which is the time to collision can also be computed as the ratio of range to the velocity. Since the robot is in the linear uniform motion, the velocity can be calculated in advance by measuring the range by tape and recording the time the robot takes to approach the object. Then, when a robot is approaching the object, the echoic flow can be computed continuously by using the equation (1), showed in figure 2.4.1a. Another way to compute echoic flow $\tau$ is $\tau(r) = \frac{r}{r}$

$$\tau(r) = \frac{r^2}{(r_2-r_1)/\Delta t}$$ (2), where $r_2$ is the current measured range and $r_1$ is the range measured at last time, $\Delta t = t_2-t_1$ is the time interval between $r_2$ and $r_1$, and $(r_2-r_1)/\Delta t$ indicates the current velocity of the robot.

![Diagram of Lego Robot with Ultrasonic Sensor](image)

Figure 2.4.1a: when the robot is approaching to an object, the echoic flow can be computed by knowing the velocity and the range

When two ultrasonic sensors are used and they are both placed in $\theta$ degrees from the vertical line respectively (figure 2.4.1b). Since the robot is running forward, the component velocity $v^\ast \cos (\theta)$ will be used to compute echoic flow, $\tau(r) = \frac{r}{v^\ast \cos (\theta)}$ (3)
Figure 2.4.1b: when two ultrasonic sensors are placed in an angle $\phi$ from the vertical center line, use the component velocity as an alternative way to compute the echoic flow

2.5 Robotics Control

Robot control is the approach that the robot is coordinated based on their sensing and action. According to Maja J Mataric, there are four practical ways to control a robot. The deliberative control is to think first then act, which may takes a long time because the robot needs to plan its own movement. Reactive control is to act without thinking, which is an approach applied to a lot of animals, but it is not appropriate for robots because robots neither have the internal memory function nor have the ability to learn over time. Hybrid control is a way that thinking and action are separately two part and they don’t influence each other. However, to combine these two parts together while controlling, a third system is required to tell the robot to move based on the thinking. Behavior-Based control is to think the way you act [21]. The goal of this approach is to let the robot intimate the way that animals act and behave in real life. This approach to control a robot can be indicated in the robot design and variable and function used in programming.

The robot used in this project is Lego Mindstorms NXT 2.0 released by LEGO Company in July 2006 and it is a programmable robotics kit (section 3.1). The approach used to control the Lego robot is a combination of deliberative and behavior-based control. Since there were a lot of conditions in programming to determine the next action of the robot in the following experiments and the robot also need to know the action at last time to move for this time, so this way is a deliberative control. Moreover, the Lego NXT robot in the experiments was designed to imitate
the cars in real life which the two front wheels connected to one motor are for turning and the two back wheels are only for moving, and the variables in MATLAB function to control the robot also have practical meaning, like speed, and turning angle.

2.6 Linear Regression

The Linear Regression model is one of the most important and widely-used models in statistics. Linear regression is a method to measure the linear relationship between an independent $x$ and a dependent variable $y$. From linear regression, researcher can get a direct linear equation for a line $y = mx + b$ to indicate the extent to which $x$ predicts $y$ (figure 2.6). Slope $m$ and intercept $b$ can be computed by the equation (3): $m = (N\sum XY - (\sum X)(\sum Y)) / (N\sum X^2 - (\sum X)^2)$, $b = (\sum Y - m(\sum X)) / N$, where,

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>$N$</td>
<td>Number of elements or values in $X$ (or $Y$)</td>
</tr>
<tr>
<td>$\sum XY$</td>
<td>sum of product of elements in $X$ and $Y$</td>
</tr>
<tr>
<td>$\sum X$</td>
<td>sum of elements in $X$</td>
</tr>
<tr>
<td>$\sum Y$</td>
<td>Sum of elements in $Y$</td>
</tr>
<tr>
<td>$\sum X^2$</td>
<td>Sum of square elements in $X$</td>
</tr>
<tr>
<td>$X$</td>
<td>${x_1, x_2, \ldots, x_n}$</td>
</tr>
<tr>
<td>$Y$</td>
<td>${y_1, y_2, \ldots, y_n}$</td>
</tr>
</tbody>
</table>

Figure 2.6: The blue points are raw data and the red line, which indicates a linear relationship between $X$ and $Y$, is got from the Linear Regression Method
The method of linear regression will be applied to get an ideal estimated relationship between range measured by ultrasonic sensor and the time it used. Details are introduced in chapter 4.1 testing the Buffer-size.

### 2.7 Background research

Previous research conducted at OSU [15], has already successfully applied echoic flow theorems to Lego NXT kit and the Lego ultrasonic sensors and built a project that a Lego robot can avoid a barrier when it is running in a specific route. In the previous research project, the robot is running in a specific path with two ultrasonic sensors setting 45 degrees from the vertical line, shown in figure 2.7. Based on the left-side and right-side range measured the two ultrasonic sensors, the echoic flow in both sides can be calculated by equation (1). Since echoic flow means the time to collision, then the condition for robot turning right/left is whether the left-side echoic flow is larger than the right-side echoic flow or not.

![Figure 2.7: Robot is running in a corridor without crushing on the objects by applying echoic flow](image)
Chapter 3: Introduction to equipment and setup

Chapter 3 introduces the experiment setup and facilities used in experiments. Hardware in experiment setup includes Lego NXT programmable kit, two ultrasonic sensors, three serve motors and a USB connection wire. Software part consists of MATLAB 2012 (32 bit), Lego Phantom driver and MATLAB Lego NXT toolbox.

3.1 Hardwire: Lego Mindstorms NXT 2.0

Lego Mindstorms NXT 2.0 is the second generation set from Lego Mindstorms series. NXT 2.0 includes four input ports which can be sensors (color, ultrasonic, touch, sound), and three output ports (motors). The most important part of NXT 2.0 is its’ programmable brick which is a 32-bit Atmel AT91SAM7S256 microcontroller. The brick can be programmed by NXT-G, LabVIEW Toolkit, MATLAB, Simulink, and ROBOTC languages.

![Lego NXT 2.0 programmable kit](image)

Figure 3.1: Lego NXT 2.0 programmable kit

3.1.1 Ultrasonic Sensor

![Ultrasonic sensor](image)  ![Ultrasonic sensor working principle](image)

Figure 3.1a: Ultrasonic sensor  Figure 3.1b: Ultrasonic sensor working principle
The ultrasonic sensor measures the distance from the edge of sensor to an object in front of it. It is able to measure distances from 0 to 255 centimeters with an error of +/- 3cm. The working principle of ultrasonic sensor is like scientific principles of bats: it estimates the distance by measuring the time it takes for a sound wave to hit an object and return, which is like an echo [3]. One of the orange poles on the front of the sensor sends out a sound wave and the other pole absorbs it after the wave bounces off an object [1]. Inside the ultrasonic sensor, electric energy is converted to acoustic energy causing an ultrasonic vibration. The small device inside the ultrasonic sensor that transfers electric energy to ultrasonic vibration is known to be an ultrasonic transducer. Figure 3.1c showed that when the range measured by ultrasonic sensor is 60cm, the effective width of the ultrasonic beam is 22cm and the beam angle is 20 degrees. This measuring range indicates that any objects in the green shades (figure 3.1c) can be detected by the sensor.

3.1.2 Interactive Servo Motor

Interactive servo motor enables the robot to move including running backwards/forwards and turning actions. Inside the motor, it has a built-in rotator sensor (figure 3.4a) which can measure motor rotation in degrees or full rotations with an accuracy of +/- one degree. One rotation of the motor is 360 degrees. Wheels will be connected to the motor. There are two ways to connect motor and wheel. Two wheels can both be connected to one motor or two motors respectively. When being connected to only one motor, the two wheels move together to one direction at each time. To accomplish the goal of turning, two wheels should be connected to the motor by gears that the direction in which the wheels move is vertical to the direction in which the motor is rotating. For example, the motor is rotating backwards and forwards, then the wheels should move to left or right depends on whether the sign of power is positive or negative. When being connected to different two motors, the two wheels are independent to each other and they can be
operated in different speed. In this situation, when the speed of one motor is larger than the other, the robot is turning.

Figure 3.4: Lego NXT Servo Motor internals

3.1.3 USB Port and a 16 feet USB-A Male to USB-B Male cable

3.2 Software Used: MATLAB 2012b (Windows 32 bit)

3.2.1 Lego Mindstorms NXT 2.0 Phantom Driver

To make the Lego robot recognizable on PC, Phantom driver has to be set up on PC to launch the Lego NXT 2.0. As soon as it can be launched and MATLAB toolbox is also added to directory, the robot is ready to be programmed.

3.2.2 Lego Mindstorms NXT 2.0 MATLAB function toolbox

To program the Lego NXT 2.0 robot, a large number of NXT 2.0 functions are used to control the robot. NXT 2.0 MATLAB functions include move forward and backward, open sensor and get the data, close sensor and stop the robot, etc. For the “mForward” command, it has several parameters inside the function. Wheels means which motor port is to be used to run the robot, and power is scale value which means how fast the robot can run and larger power scale indicates the robot has a larger speed, vice versa. The command “mForward.SendToNXT"
Besides running strictly forward or backward, the robot can also turn right or left by applying the parameter called Tacholimit which means the degree the motor can turn. For the sensor command, “GetUltrasonic” means read the distance to the object and get the value.

<table>
<thead>
<tr>
<th>Command</th>
<th>Parameter</th>
<th>Use</th>
</tr>
</thead>
<tbody>
<tr>
<td>COM_OpenNXT()</td>
<td>USB or bluetooth</td>
<td>This command is to start to launch NXT robot to be ready used. The parameter in the bracket indicates in which way the robot is connected to a PC.</td>
</tr>
<tr>
<td>NXTMotor</td>
<td>Wheels, power, TachoLimit</td>
<td>This command is to define a movement. Wheels represent which motor is to be used in the movement. Power, which has a range from -90 to +90, means how fast the robot can run and it is proportional to the speed of robot. Positive power means running forwards and negative means running backwards. TachoLimit specifies the angle in degrees the motor will try to reach; set 0 to run forever, and the direction is indicated by the sign of power.</td>
</tr>
<tr>
<td>SendToNXT</td>
<td></td>
<td>This command is to tell the robot to start run under the condition of NXTMotor which has been defined already.</td>
</tr>
<tr>
<td>OpenUltrasonic()</td>
<td>port</td>
<td>This command is to open the ultrasonic sensor and get it ready to be used. Port indicates the connection port, and it can be SENSOR_1, SENSOR_2, SENSOR_3 and SENSOR_4 analog to the labelling on NXT brick.</td>
</tr>
<tr>
<td>GetUltrasonic()</td>
<td>port</td>
<td>This command is to read the range from robot to the object and it will return the value of distance in centimeter. Port specifies the connection port, and it can be SENSOR_1, SENSOR_2, SENSOR_3 and SENSOR_4 analog to the labelling on NXT brick.</td>
</tr>
<tr>
<td>CloseSensor()</td>
<td>port</td>
<td>This command is to end the use of ultrasonic sensor.</td>
</tr>
<tr>
<td>COM_CloseNXT</td>
<td></td>
<td>This command is to end the use of the intelligent brick.</td>
</tr>
</tbody>
</table>
Chapter 4: Calibration of Lego Sensors

In this chapter, calibration activities which were conducted before implementing the experiments will be discussed. The calibration work includes testing the most appropriate value for buffer-size, calibrating two sensors when they work together and determining the most appropriate value of angle in which the sensor and robot should be set. Methods used in calibration work and conclusion got from the results are also introduced in this chapter.

4.1 The need for calibration in experiments

Before undertaking three experiments, calibration was required to ensure these experiments are done in best situations where there are no hardware problems or environmental influences. Different kinds of factors may influence the accomplishment of experiments, such as environmental noise to the measurement of ultrasonic sensor, logic error in MATLAB scripts, interaction influences when two ultrasonic sensors work together abreast, low battery influences to Lego robot, etc. One of the most important objectives of doing calibration work before putting a lot of efforts to experiments is to know how these factors will influence the result of each experiment and how to make corrections to avoid the unwanted results.

4.2 Ultrasonic sensor range measurement

The maximum speed for a regular NXT robot is about 1-2 m/s, and the ultrasound travels with 330 meters per second through air. Since ultrasound travels a lot faster than the robot motor does, there will be a freeze-frame snapshot of the current range from the sensor to the object. Freeze-frame snapshot will make the robot looks like stationary from the MATLAB graph, because the range measured by ultrasonic sensor for the current time will be as almost same as the range measured in next time, which means the range measured by ultrasonic sensor merely change during a small interval of time. For example, an obvious change in range in MATLAB graph takes 1s, but the ultrasonic sensor will measure 50 values of range in 1 second. This situation is showed in the graph below (figure 4.2). From the graph, we can see that the range (y axis) showed step sized line instead of continuous smooth line, which indicates the range keeps unchanged during a small time interval. During this freeze-frame snapshot, the ultrasonic sensor
sent out a ping, listened to the echo sent back when the ping bounces off from the object and took the time difference. A buffer will be introduced next to eliminate the step in the graph.

![Graph showing range vs. time](image)

**Figure 4.2:** Range measured by ultrasonic sensor V.S time when robot is moving forwards to an object and the robot stopped before the object when the distance between them is less than 10 cm

### 4.2.1 Introduction to Buffer and Buffersize

A buffer is used in MATLAB to eliminate the noise when the ultrasonic sensors are testing the range and the buffer can store arrays in it depending on how large the buffer-size n is. In the Matlab program for testing buffer-size, the Lego robot is moving from a given distance – position to a wall and it will stop when the distance from the wall is smaller or equal to 10 cm (figure 4.2.1). Then, the ultrasonic sensor tests the range from the current position to the wall every time and the program calculates a mean every n (buffer-size) times, and the mean is the real range from the current position to the wall. The tested range from the current position to the way is represented by fDist and the new range calculated by the mean of every n (buffer-size) times is represented by fEstimate in the code (see appendix I).
4.2.2 Experiment setup for testing the most appropriate value of buffersize

Figure 4.2.1: Lego Robot run forwards to the wall with an ultrasonic sensor measuring the range from robot to the wall, and the robot will stop when the range is smaller than 10 cm

4.2.3 Methods used to decide the result of buffersize

a. Use range measured by ultrasonic sensor to compare difference values of buffer-size

Figure 4.2.2a: Real range measured by ultrasonic sensor and estimated real range by applying a buffer VS time use
Figure 4.2.2 b: Comparisons of estimated measured-range with different buffer-size with the ideal estimated range computed by the method of linear regression.

From the figure 4.2.2b, the black line is got from the method Linear Regression; the slope of the line indicates the velocity of the robot moving because the line is Range (cm) V.S time (s) and the intercept of the line suggests the starting point of the robot. The linear regression line, which is got from the equation (3) in chapter 2.6, perfectly describes the relationship between range measured by ultrasonic and time in a linear way, so this line can be seen as an ideal line to compare with other lines got by applying different buffer-size. To determine which buffer-size is going to be used in the following experiments, the determining condition is to see which line (figure 4.2.3c) is most closely approaching to the linear regression line (black line).
b. Use echoic flow calculated by equation (1) to compare difference values of buffer-size

When buffer size = 10, echoic flow vs. range

When buffer size = 12, echoic flow vs. range
From the graph above, we can see that when buffer-size is 10, there were a lot of fluctuations in the value of echoic flow, compared to the plot when buffer-size is 12 and 14 respectively. Besides to compare the fluctuations in y-axis value, we can also compare whether the experimental echoic flow line is closely approaching to the ideal line computed by linear regression method. In the graph above, the computed echoic flow is infinite at some point. This happened because the range measured by ultrasonic sensor in last time and current time is very close, which will cause a zero denominator in equation (1).

4.2.4 Conclusion of Buffer-size testing

When considering the results got from both of the methods, the most appropriate value for buffer-size is 14. From the method 1, the line with buffer-size 14 is the one most close to the ideal range V.S time line, and the ideal line is got from linear regression. From the method 2, the line with buffer-size 12 and 14 are two echoic flow lines most close to the ideal echoic flow line. Therefore, the value of buffer-size should be equal to 14. After determining the value of buffer-size is 14, this value will be applied to the code of every experiment in chapter 5.
4.3 Calibration when two sensors work together

Since the working principle for an ultrasonic sensor is that the sensor sends out a beam of ultrasonic wave, then a beam of ultrasonic wave is assumed to be interrupted by the other when two ultrasonic sensors are set closely. To determine whether the accuracy of range measured by ultrasonic sensor will be influenced, due to interference, when two ultrasonic sensors work together, a Lego NXT robot with two ultrasonic sensors was set up to run forwards to a piece of board (figure 4.3.a), and distance between the robot and the object were read by ultrasonic sensors when the robot is both in stationary and moving situation. When the robot is in stationary case, the range from the robot to the object was read at some point along the line which is perpendicular to the surface of the object. In this calibration test, the result from Buffer-size testing (buffer-size=14) is applied to smooth out any instantaneous errors in the range measurement. That means MATLAB got 14 times of range measured by ultrasonic sensor at one time and then computed the average of them as the estimated value of real range.

<table>
<thead>
<tr>
<th></th>
<th>1(^{st}) (cm)</th>
<th>2(^{nd}) (cm)</th>
<th>3(^{rd}) (cm)</th>
<th>4(^{th}) (cm)</th>
<th>5(^{th}) (cm)</th>
<th>6(^{th}) (cm)</th>
<th>7(^{th}) (cm)</th>
<th>8(^{th}) (cm)</th>
<th>9(^{th}) (cm)</th>
<th>10(^{th}) (cm)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Real range</td>
<td>87.9</td>
<td>79.5</td>
<td>71.5</td>
<td>63.3</td>
<td>55.2</td>
<td>46.95</td>
<td>14.8</td>
<td>16.1</td>
<td>8.8</td>
<td>6.3</td>
</tr>
<tr>
<td>Experimental range_sensor1</td>
<td>91.21</td>
<td>82.375</td>
<td>74.25</td>
<td>66.25</td>
<td>57.875</td>
<td>49.25</td>
<td>21.125</td>
<td>22</td>
<td>13.5</td>
<td>11.625</td>
</tr>
<tr>
<td>Experimental range_sensor2</td>
<td>93.37</td>
<td>83.375</td>
<td>75</td>
<td>66.375</td>
<td>58</td>
<td>49.75</td>
<td>21.125</td>
<td>21.625</td>
<td>13.625</td>
<td>18</td>
</tr>
</tbody>
</table>

Table 4.3: Date measured by tape and ultrasonic sensors for 10 times
The graph above was plotted based on the data in table 4.3. From the graph above, the difference between the green line and the blue line is the error that needs to be corrected in MATLAB code when two ultrasonic sensors work together. Another point showed from the graph needs to be concerned is that when the range measured by tape is less than 20 cm, the difference between the real range and experimental range is increased.

In conclusion, the suggested error compensation for sensor 1 is -0.72 cm and sensor 2 is -2.433 cm when the distance between the robot and the object is larger than 20 cm and less than 250 cm. Since the difference between the real range and ultrasonic sensor measured range is small and acceptable, it can be concluded that there is no big influence to the accuracy of range measured by both ultrasonic sensors when the two work together.
4.4 Different angles of robot setting

This calibration is to test which angle the robot should be set from the vertical line, which is shown in figure 4.4a. The range of angle is from 15 degrees to 75 degrees.

Figure 4.4a: A Lego robot was set in different angles from the vertical line in the center

In the test, to determine within which angle range, the ultrasonic sensor-measured range is most close to the real range which is measured by the tape, the sensor-measured range when the robot was set in different angles will be plotted as y-axis and real range will be plotted as x-axis. Since the sensor-measured range should be very close to the real range, the graph is anticipated to be a y=x line. The graph which is sensor-measured range V.S the real range is shown in the following MATLAB graph (4.4 b).
Figure 4.4b: Sensor-measured range V.S real range for both sensor 1 and sensor 2 when the sensors are set in different angles from the central vertical line.

From the graph, the blue dash line (y=x line) is the ideal situation where the range is measured by the tape. All of lines where angle is equal to 10, 20, 30 and 40 degrees showed a linear relationship between y-axis and x-axis, were parallel to each other and these lines are also close to the ideal line (blue dash line). The lines where the angle is larger than 40 degrees are far from the ideal line. Both sensor 1 and sensor 2 showed the same characteristics when comparing the sensor-measured range to the real range. Thus, it can be concluded that when angle is from 0° to 40°, the sensor-measured range is much closer to real range. This conclusion can be applied to experiment 3 and details will be introduced in section 5.3.

4.5 Testing the alternative way to compute echoic flow, \( \tau(r) = \frac{r}{v \cdot \cos(\theta)} \), when ultrasonic sensors are set in different angles

![Diagram of ultrasonic sensors and robot](image)

Figure 4.5a: Two ultrasonic sensors are set from an angle to the vertical line and the robot is running straight forwards.

The limitation of equation (2) is that \( \tau(r) \) sometimes will become infinite value, because the repetition frequency of ultrasonic sensor is 50 Hz leading to an update interval of 0.02s since the robot cannot move that fast, it is possible that r2 is almost same as r1 in a small time interval, so the denominator is 0. To avoid this problem, either the executing time of each loop in MATLAB programming will be decreased to give time for robot to move a longer distance so that there is
an obvious difference between $r_2$ and $r_1$, or the ultrasonic sensor can be set in a position where there is an angle from the vertical line (figure 4.5). When the two ultrasonic sensors are set in such way, equation (3) can be applied to compute the echoic flow $\tau$. The goal of flowing test is to determine at which angle the ultrasonic sensor is set, the computed echoic flow by equation (3) is most close to the real echoic flow. The echoic flow was computed by the equation: 

$$\text{time} = \frac{\text{range}}{\text{direction} \times \text{velocity}}.$$ 

Range is the distance from the each of the sensor to the edge of right-side and left-side object. The velocity can be computed in advance by knowing the time the robot used to run in a given distance, $v=s/t$.

The experiment set up for this test is that the robot run in a corridor and it will not crash on either of the edge of corridor and always run along the center line of the corridor, which is based on the previous research experiment set up. Since the robot will continuously keep its movement along the center line, the left echoic flow and right echoic flow should not fluctuate largely and be similar to each other. Therefore, the hypothesis in this case is that echoic flow will keep same with the time passing on because the range from the sensor to the object keeps same with time.

![Figure 4.5b: MATLAB plot of echoic flow when the ultrasonic sensor was set in different angles](image)

From the graph above, to determine which angle is most appropriate to set the sensor, we need to choose the value of angle when the experimental echoic flow is most close to the pre-computed echoic flow.
In conclusion, the angle of 45 degrees should be chosen. First, the green line in the figure 4.5b (angle=45) is the most stable line because the standard deviation of data in this line is smaller than 1.5, while the y-axis value (echoic flow) on other lines changed a lot with index. Ultimately, the experimental echoic flow computed by MATLAB codes when the angle is 45 degrees was about 3.125 s (average value), which is showed in figure 4.5b. The value of real echoic flow calculated by the equation time is equal to distance over speed is about 3.035 s (average value). Compared the real echoic flow and experimental echoic flow, angle that is equal to 45 degrees should be chosen. In the following experiments, the ultrasonic sensors should be set in an angle of 45 degrees if there is a need that the ultrasonic sensor should look left or right to read range.

Chapter 5: Experiment Work

In this chapter, the three experiments conducted will be discussed. In each experiment, the overview, methodology, algorithm, result analysis and a conclusion will be introduced to help readers understand each experiment better.

5.1 Experiment 1: Lego robot move straight forward and keep a fixed distance from an object while following an object

5.1.1 Introduction of experiment1

In real life, when people drive cars on the road, they keep a fixed distance from both the front and back car to avoid car crash accident or traffic jam. If a person finds the front car is driving away from his car, he will speed up to keep the distance between them is about same as before, conversely, if the leading car slows down the driver will decrease the speed of his own vehicle to compensate. In this experiment, the same capability is implanted with a NXT Lego robot to make it follow an object with a fixed distance. The robot speed up when the front object is moving away from it, and slow down when the object is moving towards it, such that the distance between the two remains fixed.
5.1.2 Experiment Setup of experiment 1

In this experiment, a Lego robot will move straight forward with an ultrasonic sensor to a piece of board which is in front of it, shown in figure 5.1.2. Simplified conditions are that the robot will only travel in a straight line, so does the lead vehicle which is a piece of board and will be moved by experimenter. A single ultrasonic sensor was used to measure the range from the robot to the lead vehicle/board and decisions about the robots velocity were made based on this measurement.

The goal of this experiment is to let the robot follow the board’s moving path and keep a fixed distance from the board all the time. The distance between the board and the robot should always be same when the board and the robot are both moving. The expected result is that when the distance between the robot and the board is larger than the fixed value, then the robot should speed up in order to keep the distance be fixed; when the distance between robot and board is less than the fixed value, then the robot should slow down to keep the distance value be fixed. It was also anticipated that if the board were still, the robot would be also still, and if the board were moved towards the robot, the robots move backwards.
5.1.3 Algorithm of Experiment 1

In this experiment, a parameter used to control the speed of the robot vehicle is called power, and this parameter power has a range from negative 90 to positive 90. Parameter power doesn’t have a unit, and the range of power represents the scale of this parameter and the sign in front of the value means the direction in which the vehicle runs. For example, the value of +90 means that the Lego robot can run in its maximum speed in forward direction and -90 means that it can run in its maximum speed in backward direction, and when the value of power is zero, the robot is in static state.

![Block Diagram of algorithm of experiment #1](image-url)

*Figure 5.1.3: Block Diagram of algorithm of experiment #1*
5.1.4 Analysis of variables used in experiment 1

In this experiment, if the distance between robot and the piece of board is larger than the fixed distance (30 cm), the robot will speed up to keep the range to the object to be fixed. To realize the goal of speeding up, the power is to be increased gradually at each loop. Since the variable ‘power’ has a range from -90 to 90 (scale), so it cannot be increased to larger than 90 or decreased to less than negative 90. At each time iteration, a variable called ‘pow’ will be added or subtracted to/from the value of power and the robot will use this new value of power as its driving power to move forward or backward. To determine how much the power scale (pow) can be added or can be subtracted to increase/decrease the power scale to both meet the power limit condition and realize the goal of speeding up (or slow down), several tests were done to check the most appropriate value for pow. Since each loop in MATLAB only takes 0.03 s to be done, the value of power will get its maximum or minimum value very quickly. After the value of power has approached to its maximum/minimum, the robot would keep the value of power of last time to move until a new condition occurring to stop this execution (figure 5.1.3).

The condition for this test is that the robot is moving forward while the piece of board is still. By applying this condition, it was expected that the robot would oscillate around the point which is 30 cm away from the object and it will stop at the point when the range from robot to the object is exactly 30 cm. Since the robot cannot exactly get to the point of fixed distance at once, so it will take the program several iteration to let the robot stop at that point. For example, when the measured range by ultrasonic is 29.92 cm, the robot will still slow down to get to the point 30 cm away from the object, which will cause the oscillation of robot around the point of fixed distance.
From these three graphs, when the value of POW is equal to 5, the robot is oscillating for a longer time to get to the point and stop in the end, compared with graphs with POW=3 and POW=7. When the POW is equal to 3 and 7, the time the robot takes to get to the end is same.
5.1.5 Future progress of experiment 1

In experiment 1, the range from the robot to the object is used as the variable to determine whether the robot should speed up or slow down to keep the distance to the object be fixed every time. Instead of using range to be the determinant, echoic flow which is the time to collision also can be used as the determinant to decide whether to speed up or slow down. When calculating the echoic flow, it is equal to range divides by the value of change in range over change in time, 
\[ \tau(r) = \frac{r}{\dot{r}} \Rightarrow \frac{r}{V} = \frac{r}{(r_2-r_1)/(t_2-t_1)} = \frac{r}{\Delta r/\Delta t}. \]

Before do this test, echoic flow needs to be calculated when the robot 30 centimeters away from the object (a piece of board). Then this echoic flow will be the fixed value of time to collision \( \tau_{\text{fixed}} \). If \( \tau < \tau_{\text{fixed}} \), robot needs to slow down, if \( \tau > \tau_{\text{fixed}} \), robot should speed up.

5.1.6 Conclusion of Experiment 1

The robot with calibrated ultrasonic sensors can speed up when the distance from the robot to the object is larger than the fixed distance, and it can also slow down when the distance to the object is less than the fixed distance. Thus, the calibrated robot can keep a fixed distance to the object which is a piece of board can be moved. The speed of the robot was controlled to realize the goal of keeping the distance from sensor to the object be fixed all the time.

5.2 Experiment 2: A Lego robot moving forward with two ultrasonic sensors following an object’s path

5.2.1 Introduction of Experiment 2

This experiment is an expansion upon experiment 1. The setup of this experiment is basically same with experiment 1 except that experiment 2 uses two ultrasonic sensors (figure 5.2.2). As before, the sensors are used to measure the range from the robot to the object, which is a piece of wooden board. Now, however, the data from the two sensors must be combined as part of the decision making process. Both of ultrasonic sensors are set straightly forwards to the board, and the robot can only move straightly forwards and backwards to/from the piece of board. The piece of board can be also manually moved forwards and backwards by experimenter. Alternatively, the piece of board can also be stationary.
The goal of using two sensors is to imitate the situation in which the Lego robot can exactly follow another object in front of it and adapt experiment 1’s function to experiment #3 (a Lego robot follow another moving object in front of it). Since when one robot is following the path of an object, two ultrasonic will be needed to measure the range of left-side and right-side sensor to determine whether the robot should turn right or left. In this way, experiment #2 is a connection between experiment 1 and 3. When using two sensors, two buffers (array) will be used to store both of left-side and right-side range from robot to object. A buffer is simply an array which can store data in it. The average value of data stored in a buffer is estimated range of real range from robot to object. Details about how buffer work and the size of buffer will be introduces in chapter 5. Through using two buffers, two values of range will be measured at each iteration and the average of these two values will be used as the estimated range of real range to object.

5.2.2 Setup of Experiment 2

Differences between using single and double ultrasonic sensors: the working principle for NXT ultrasonic sensor is that one of the orange holes on the front of the ultrasonic sensor sends out a sound wave and the other will reabsorb it after the sound wave bounces off an object. When two sensors work together, they both send sound waves simultaneously, so one sensor will absorb sound wave sent by the other ultrasonic sensor. Thus, the accuracy of range measured by the ultrasonic sensor will be influenced when two ultrasonic sensors work together. Details about sensor calibration are in chapter 4.
5.2.3 Algorithm of Experiment 2

In the block diagram below, the range of ultrasonic sensor measurement is between 0 and 255 cm; if the value of measurement is out of that range, the range has to be measured again. Buffer is an array that can store data, and the average of this array will be calculated as the estimated distance (R_estimate) from the robot to the object (the piece of board). The goal of utilizing a buffer (array) here is to eliminate the inaccuracy in range measurement. “mForward.Power” is a variable in MATLAB scripts which is the power of the Lego robot and is proportional to the robot’s speed. The range of power is from -90 to +90, and negative value means the robot is running backwards, vice versa.
5.2.4 Analysis of variable used in Experiment 2

As in the single sensor case, the variable POW is the increment or decrement to power (scale) of the motor each time. When the estimated range from robot to object (the piece of board) is larger than 30 centimeter, then POW needs to be added to the current value of power to make the robot move forwards faster and to get to the point of 30 centimeter sooner; if otherwise, POW needed to be subtracted from the current value of power to make the robot move backwards and get to the point of 30 centimeters as soon as possible.
Double sensor: when Pow=3, Power and range V.S time

Double sensor condition, when pow=5, power and range VS time

Double sensor, when Pow=9, Power and Range V.S time
5.3 Experiment 3: A Lego robot exactly is following the path of the other moving object

5.3.1 Introduction to experiment 3

In experiment 3, two ultrasonic sensors are set on the Lego robot strictly forwards facing to the object. The object is a piece of board which can be moved to turn right/left or go backwards/forwards by experimenter. The objective of setting two ultrasonic sensors is to measure the range from both of left sensor and right sensor to the object, and then to determine the robot should turn right or left based on whether the left-side distance is larger than that in right-side or not. The robot can also keep a fixed distance from the object at the same time it can exactly follow the path of the moving object.

Figure 5.3.1 a: right-side range is larger than the left side, the robot turn left
Figure 5.3.1 b: left-side range is larger than the right-side, the robot turn right

5.3.2 The algorithm of Experiment 3
Open sensor A and sensor B

Get Range A and Range B (cm)

0 <= RA <= 255 cm AND
0 <= RB <= 255 cm

Fill out the buffer A and buffer B, get average value of buffer 
R_estimate_a and R_estimate_b (cm)

|R a - R b| >= 4 cm

i = i + 1, return to START and run the loop again

Figure 5.3.2: Block Diagram of experiment 3
5.3.3 Analysis of variables used in Experiment 3

In the block diagram of experiment 3, the condition when the robot should turn is that when the difference of left-side and right-side sensor measurement is larger than 4 centimeters. Under this condition, when left-side measurement of ultrasonic sensor is larger than the other one, the robot should turn right (figure 5.3.1b), vice versa (figure 5.3.1a). Variable angle means how much degrees the wheels has been turning. The variable angle has a range from negative 70 degrees to positive 70 degrees. Since NXTMotor has a parameter called TachoLimit, which indicates the degree the motor reach at each time. Therefore, the value of TachoLimit is the turning degree of the motor at each time. When the robot is turning left, the current angle is equal to sum of the turning degree and angle of last time. When the robot is turning right, the current angle is equal to the value of angle in last time substract the turning degree. From the sign of current angle, it is clear to know whether the robot is now turning right or left. There is a special situation needed to be considered: when the angle has already get to its maximum value (70 degree) but the robot still needs to turn left based on the logic in programming, then the robot will keep current movement until the condition has changed. In the other situation, when the angle has get to its minimum value (-70 degrees) but the robot still needs to turn right, then the robot will keep the current movement until the condition has been changed based on the measurement of distance from both the left-side and right-side sensor to the object.

5.3.4 Constraints in Experiment 3

When connecting the Lego robot to laptop with Bluetooth, the robot performs unsteadily. For example, MATLAB showed an error that the NXT was disconnected, though the robot has been already connected to the PC’s Bluetooth. An alternative way is to use USB port to connect the robot to laptop. While the normal USB port is also not long enough to connect the robot with laptop when the robot is running, so a 5-meter USB port has been used for connection. Another constraint is that when the NXT intelligent in a low battery mode, there were not enough current passing through the wire which may causes the robot reacts slowly and not effectively. To make sure the data got from the sensor is accurate, the robot should be operated when the battery level is larger than half of the full. In addition, based on the calibration result from section 4.4, the angle with which the piece of board is moved to right or left cannot be larger than 40 degrees,
because the ultrasonic sensor will not measure range accurately when the turning angle of the board is larger than 45 degrees.

5.3.5 Future progress of experiment 3

Due to the time constraints, only the left-side and right-side ranges were used to determine whether the robot should turn left or right to follow the path of the leading object and to keep a fixed distance from the object. If the time is permitted, the left-side echoic flow $\tau_L$ and right-side echoic flow $\tau_R$ can be computed based on the range and change in range. Then, the next step will be to compare the echoic flow to determine the movements of the robot.

5.3.6 Conclusion of experiment 3

Figure 5.3.6: compare the range measured by left sensor and right sensor, the red line indicated their difference and the yellow line indicates when the difference is equal to 4 cm which means the robot doesn’t need to turn
Based on the graph above and the actual movement of Lego robot, the robot’s real movement when following a piece of board, follows the logic in programming and its path also fits to the graph above. For example, in area 1 (figure5.3.6), it is clear that the difference (red line) between the range measured by left and right sensor is larger than 4 cm (yellow line), and the range measured by right sensor is larger than the range measured by the other, the robot turned left. In area 2, since the difference of left-side and right-side measurement is smaller than 4 cm, so the robot didn’t execute the command of turning right/left and only moved forward to follow the object. In area 3, converse to the situation in area 1, the range measured by left sensor is much larger than the other one, so the robot turned right.

Chapter 6: Conclusion

In this section, the conclusion of three experiments which also include the calibrated results and the future progress of experiments will be discussed.

6.1 Overall Conclusion

By applying the background theories to properly calibrated Lego NXT, a robot can be built to realize the goal of all three experiments. First, the robot with only one ultrasonic sensor working can follow an moving object straightly and also can keep a fixed distance from the object by measuring the range to the object. When two ultrasonic sensor work, the robot can still follow a moving object straighly forwads and backwards by using the avergae range between the two range measured by left and right ultrasonic sensor. Moreover, the Lego robot showed its ability to exactly follow the moving object when the object start to turn right or left; the robot used two ultrasonic sensors to measure the range and compare the range difference to determine whether turn right or left. Based on the result of these three experiments, a Lego NXT robot with ultrasonic sensors can successfully applies the theory of echo location and echoic flow theorem to practice when exactly follow the path of a moving object.

6.2 Future application of the project

The performance of the Lego robot when applying echoic flow theorem was restricted by a large number of factors, such as the error existing in the hardware of experimental hadware, the noise
signal disturbing the performance of facilities, etc. However, the alogarithm of this project can be applied to devices which can result more accurate measurements by using the same theorems. For the practical application of this project, this project can be applied to automation cruise control system. By knowing the distance between my vehicle and the front or back vehicle, the speed of vehicle can be controlled to avoid car accidents or traffic jam. Automation cruise control which has been installed to some of cars today has helped drivers avoid subconsciously violating speed limits and also reduced drivers’ fatigue for long drives.
## Appendix I: Project Schedule

<table>
<thead>
<tr>
<th>Period</th>
<th>Activity</th>
</tr>
</thead>
<tbody>
<tr>
<td>2013.8-2013.9</td>
<td>Learn how to package different parts of Lego Mindstorm kit together to a complete robot, and how to use Mindstorm NXT functions in Matlab, and how to use Bluetooth to connect the robot and Matlab program.</td>
</tr>
<tr>
<td>2013.9-2013.11</td>
<td>Start to make the robot run from a specific position to the wall; choose different buffer-size ( n ) and see which buffer-size ( n ) can eliminate noise at most and make ( fDist ) data is in sequence.</td>
</tr>
<tr>
<td>2013.11-2013.12</td>
<td>Start to prepare for the second part of leading robot and following robot project and make a final decision of the Buffer-size</td>
</tr>
<tr>
<td>2013.12-2013.2</td>
<td>Did test for the alternative equation computing the echoic flow</td>
</tr>
<tr>
<td>2014.2-2014.3</td>
<td>Did calibration for ultrasonic sensors and tests when two ultrasonic sensor work together</td>
</tr>
<tr>
<td>2014.3-2014.5</td>
<td>Started the first experiment and revise to code to make robot perform better when speeding up and slowing down, and also prepared for the Denman Undergraduate Research Forum</td>
</tr>
<tr>
<td>2014.8-2014.9</td>
<td>Based on the result from experiment 1, started to conduct the experiment 2.</td>
</tr>
<tr>
<td>2014.9-2014.10</td>
<td>Applied calibration results to experiment 3 and did tests for experiment 3</td>
</tr>
<tr>
<td>2014.10-2014.11</td>
<td>Wrap up all the experiments and tests and started to write my report</td>
</tr>
<tr>
<td>2014.11-2014.12</td>
<td>Finished my undergraduate research distinction thesis and oral defense</td>
</tr>
</tbody>
</table>
Appendix II: Experiment 1 MATLAB code

```matlab
COM_CloseNXT('all')
close all
clear all
clc

dis=30; %fixed distance
pow=3; %reduced/increased power
powerlimit=70;
Tick=0;
idTicks=1;
tolerance=7;
nBufferSize=14;
nNumTicks=1000;
%lport=SENSOR_4;
rport=SENSOR_4;
hNXT=COM_OpenNXT();
COM_SetDefaultNXT(hNXT);
%OpenUltrasonic(lport);
OpenUltrasonic(rport);
Wheels=[MOTOR_B;MOTOR_C];
drivingPower=30;
drivingPower1=-30;
turningPower = -30;
turningDist = 100;

mForward=NXTMotor(Wheels,'Power',drivingPower);
mBackward=NXTMotor(Wheels,'Power',drivingPower1);
mForward.SmoothStart=true;
mBackward.SmoothStart=true;
i=1;
power(i)=drivingPower;
tic
fDistBuffer=zeros(1,nBufferSize);
%f_fDistBuffer=zeros(1,nBufferSize);
while 0<1
    %idTicks<nNumTicks
    mForward.SendToNXT();
fDist=GetUltrasonic(SENSOR_4)-tolerance;
%fDist2=GetUltrasonic(SENSOR_2)-tolerance;

    fd(i)=fDist;
    %fd2(i)=fDist2;
    if fDist>0 && fDist<=255
        fDistBuffer(2:end)=fDistBuffer(1:end-1);
fDistBuffer(1)=fDist;

        if Tick>=nBufferSize
            %for i=1:nlength
            fRangeEstimate=mean (fDistBuffer);
d(i)=fRangeEstimate;
%
    % d_r(i)=fRangeEstimate2;
```
\% i = i + 1;
  tCurrentTime = toc;
  t(i) = tCurrentTime;
  if abs(fRangeEstimate - dis) > 0
    \% differ = abs(fRangeEstimate - dis);
  if fRangeEstimate <= dis
    fprintf('please slow down\n');
    mForward.Power = power(i) - pow;
    power(i + 1) = mForward.Power;

    if mForward.Power == 0
      mForward.Power = mForward.Power - 1;
      power(i + 1) = mForward.Power;
    else if power(i + 1) <= -powerlimit
      power(i + 1) = power(i);
      end
    end
    fprintf('stop');
  else
    fprintf('please speed up\n');
    differ = fRangeEstimate - dis;
    mForward.Power = power(i) + pow;
    power(i + 1) = mForward.Power;
    if power(i + 1) >= powerlimit
      power(i + 1) = power(i);
      end
    end
    \% break;
  end
else
  mForward.Power = 0;
  power(i) = mForward.Power;
  mForward.Stop('off');
  CloseSensor(SENSOR_1);
COM_CloseNXT(hNXT);
end
i = i + 1;
end
Tick = Tick + 1;
\% idTicks = idTicks + 1;
end
end
Appendix III: Experiment 3 MATLAB code

```matlab
COM_CloseNXT('all')
close all
clear all
clc
Tick=0;
idTicks=1;
tolerance=3;
nBufferSize=14;
nNumTicks=1000;
d_threshold=8;

turnlimit=60;
full_l=false;full_r=false; % current degree hasn't get to turn limit
currentdegree_r(1)=0;currentdegree_l(1)=0;
degree(1)=0;
truningdegree=0; % turning degree at first
lport=SENSOR_1;
rport=SENSOR_4;

hNXT=COM_OpenNXT();
COM_SetDefaultNXT(hNXT);

OpenUltrasonic(lport);
OpenUltrasonic(rport);
Wheels=[MOTOR_A;MOTOR_C;];
drivingPower=-30;

mForward=NXTMotor(Wheels,'Power',drivingPower);
mForward.SmoothStart=true;
mBackward=mForward;
mBackward.Power=-drivingPower;
mBackward.SmoothStart=true;
TurnleftB=NXTMotor(MOTOR_B,'Power',-25); % negative driving power: turn left
TurnleftB.SpeedRegulation=false;
TurnleftB.TachoLimit=10;
%Turnleft.ActionAtTachoLimit='Brake';
TurnleftB.SmoothStart=true;
Turnright=TurnleftB;
Turnright.Power=25;
Turnleft_ex=TurnleftB;
Turnleft_ex.TachoLimit=40;
Turnright_ex=Turnright;
Turnright_ex.TachoLimit=40;
i=1;
j=1;
k1=1;k2=1;
```
l_fDistBuffer=zeros(1,nBufferSize);
r_fDistBuffer=zeros(1,nBufferSize);
while 0<1
    TurnleftB.TachoLimit=10;
    Turnright.TachoLimit=10;
    tic
    mForward.SendToNXT();

    fDist_l=GetUltrasonic(lport)-tolerance;
    fDist_r=GetUltrasonic(rport)-tolerance;

    fd_l(i)=fDist_l;
    fd_r(i)=fDist_r;

    fprintf('go');
    if fd_l(i)>=0 && fd_l(i)<=255 && fd_r(i)>=0 && fd_r(i)<=255
        l_fDistBuffer(2:end)=l_fDistBuffer(1:end-1);
        l_fDistBuffer(1)=fDist_l;
        r_fDistBuffer(2:end)=r_fDistBuffer(1:end-1);
        r_fDistBuffer(1)=fDist_r;
        if Tick>=nBufferSize
            %for i=1:nlength
                fRangeEstimate_l=mean (l_fDistBuffer);
                d_l(i)=fRangeEstimate_l;
                fRangeEstimate_r=mean(r_fDistBuffer);
                d_r(i)=fRangeEstimate_r;
                if d_l(i)~=d_r(i)
                    differ=abs(d_l(i)-d_r(i));
                    difference(i)=differ;

                    if differ>6
                        j=j+1;
                        if d_r(i)>d_l(i) && full_l==false
                            if degree(j-1)<0
                                TurnleftB.TachoLimit=abs(degree(j-1));
                                TurnleftB.SendToNXT();
                                TurnleftB.WaitFor();
                                degree(j-1)=degree(j-1)+TurnleftB.TachoLimit;
                            end
                            TurnleftB.TachoLimit=10;
                            TurnleftB.SendToNXT();
                            TurnleftB.WaitFor();
                            fprintf('turnleft1:%d
',i);
                            degree(j)=degree(j-1)+TurnleftB.TachoLimit;
                            currentdegree_l=[currentdegree_l,TurnleftB.TachoLimit];
                            degree_l=sum(currentdegree_l);
                        end
                    end
                end
            end
        end
    end
end
if degree_l>=turnlimit
    %TurnleftB.TachoLimit=turnlimit-sum(currentdegree_l(1:end-1));
    full_l=true;
else
    end

elseif d_r(i)>=d_l(i) && full_l==true
    pause(0.3);
    fprintf('keep turning left:%d
',i);
    degree(j)=degree(j-1);
elseif d_l(i)>d_r(i) && full_r==false
    if degree(j-1)>0
        Turnright.TachoLimit=degree(j-1);
        Turnright.SendToNXT();
        Turnright.WaitFor();
        degree(j-1)=degree(j-1)-Turnright.TachoLimit;
    end
    Turnright.TachoLimit=10;
    Turnright.SendToNXT();
    Turnright.WaitFor();
    fprintf('turnright1:%d
',i);
    currentdegree_r=[currentdegree_r,-Turnright.TachoLimit];
    degree_r=sum(currentdegree_r);
    degree(j)=degree(j-1)-Turnright.TachoLimit;
    if degree(j)<=-turnlimit
        % Turnright.TachoLimit=sum(currentdegree_r(1:end-1))+turnlimit;
        full_r=true;
        % degree(j)=degree(j-1);
    else
        end
elseif d_l(i)>d_r(i) && full_r==true
    pause(0.3);
    fprintf('keep right:%d
',i);
    degree(j)=degree(j-1);
end
else
    if degree(j)>0
        Turnright.TachoLimit=degree(j);
        Turnright.SendToNXT();
        Turnright.WaitFor();
        fprintf('keep same');
        degree(j)=0;
        full_l=false;
        full_r=false;
    elseif degree(j)<0
        TurnleftB.TachoLimit=abs(degree(j));
        TurnleftB.SendToNXT();
        TurnleftB.WaitFor();
        fprintf('keep same');
        degree(j)=0;
        full_l=false;
        full_r=false;
full_l=false;
end

end
%

end

Tick=Tick+1;
i=i+1;
end
end
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